|  |  |  |  |
| --- | --- | --- | --- |
| **Register number** | 192124100 | **Student Name** | MARY SUSHMIJA X M |
| **Course code** | **ITA04** | **Course Name** | **STATISTICS WITH R PROGRAMMING** |

1. Write a R program to Create the following details
   1. x= sample(-50:50, 10, replace=TRUE).and print the value of x
   2. To create a sequence of numbers from 20 to 50 and find the mean of numbers from 20 to 50 and sum of numbers from 20 to 50.

**PROGRAM:**

> x <- sample(-50:50,10,replace=TRUE)

> print(x)

[1] -5 -34 -9 32 29 44 30 -28 18 14

> seq <- seq(20,50)

> mean\_seq <- mean(seq)

> print(mean\_seq)

[1] 35

> sum\_seq <- sum(seq)

> print(sum\_seq)

[1] 1085

1. To create an array of two 3x3 matrices each with 3 rows and 3 columns from two given two vectors.vector1 = c(1,3,4,5) and vector2 = c(10,11,12,13,14,15)
   1. Print vector1, vector2
   2. Print new array

**PROGRAM:**

> vector1 <- c(1,3,4,5)

> vector2 <- c(10,11,12,13,14,15)

> matrix1 <- matrix(vector1[1:9], nrow=3, ncol=3)

> matrix2 <- matrix(vector1[1:9], nrow=3, ncol=3)

> my\_array <- array(c(matrix1,matrix2), dim=c(3,3,2))

> print(vector1)

[1] 1 3 4 5

> print(vector2)

[1] 10 11 12 13 14 15

> print(my\_array)

, , 1

[,1] [,2] [,3]

[1,] 1 5 NA

[2,] 3 NA NA

[3,] 4 NA NA

, , 2

[,1] [,2] [,3]

[1,] 1 5 NA

[2,] 3 NA NA

[3,] 4 NA NA

1. Write a R program to merge two given lists into one list. n1 = list (1,2,3) c1 = list("Raja", "Rani", "Prince")
2. Write a R program to convert a given list to vector.n1 = list (1,2,3)c1 = list(4,5,6)

**PROGRAM:**

> n1 <- list(1,2,3)

> c1 <- list("raja", "rani", "prince")

> merged\_list <- c(n1, c1)

> print(merged\_list)

[[1]]

[1] 1

[[2]]

[1] 2

[[3]]

[1] 3

[[4]]

[1] "raja"

[[5]]

[1] "rani"

[[6]]

[1] "prince"

> n2 <- list(1,2,3)

> c2 <- list(4,5,6)

> combined\_list <- c(n2,c2)

> vector\_from\_list <- unlist(combined\_list)

> print(vector\_from\_list)

[1] 1 2 3 4 5 6

1. Consider A=matrix(c(2,0,1,3),ncol=2) and B=matrix(c(5,2,4,-1), ncol=2).
2. Find A + B b) Find A – B c) Find A \* B d) Find 3A + 3B

**PROGRAM:**

> A <- matrix(c(2,0,1,3), ncol = 2)

> B <- matrix(c(5,2,4,-1), ncol = 2)

> A\_plus\_B <- A + B

> print(A\_plus\_B)

[,1] [,2]

[1,] 7 5

[2,] 2 2

> A\_minus\_B <- A - B

> print(A\_minus\_B)

[,1] [,2]

[1,] -3 -3

[2,] -2 4

> A\_times\_B <- A%\*%B

> print(A\_times\_B)

[,1] [,2]

[1,] 12 7

[2,] 6 -3

> three\_A\_plus\_three\_B <- 3 \* A + 3 \* B

> print(three\_A\_plus\_three\_B)

[,1] [,2]

[1,] 21 15

[2,] 6 6

1. Write a nested loop, where the outer for() loop increments “a” 3 times, and the inner for() loop increments “b” 3 times. The break statement exits the inner for() loop after 2 incrementations. The nested loop prints the values of variables, “a” and “b“.

**PROGRAM:**

> for (a in 1:3) {

+ for (b in 1:3) {

+ if (b > 2) {

+ break

+ }

+ cat("a =", a, "b =", b, "\n")

+ }

+ }

a = 1 b = 1

a = 1 b = 2

a = 2 b = 1

a = 2 b = 2

a = 3 b = 1

a = 3 b = 2

1. (a) Suppose we have a fruit basket with 20 apples. Store the number of apples in a variable *my\_apples.*

(b) Every tasty fruit basket needs oranges, so we decide to add six oranges. As a data analyst , the reflex is to immediately create a variable *my\_oranges* and assign the value 6 to it. Next , calculate how many pieces of fruit we have in total in the variable *my\_fruit.*

**PROGRAM:**

> my\_apples <- 20

> my\_oranges <- 6

> my\_fruit <- my\_apples + my\_oranges

> cat("number of apples:",my\_apples,"\n")

number of apples: 20

> cat("numbers of oranges:",my\_oranges,"\n")

numbers of oranges: 6

> cat("total fruits:",my\_fruit,"\n")

total fruits: 26

1. Perform the following operations using R:
   1. Initialize 3 character variables named *age,employed* and *salary.*
   2. Transform *age* to numeric type and store in the variable *age\_clean*.
   3. Initialize *employed\_clean* with the result obtained by converting *employed* to logical type.
   4. Convert the respondent’s salary to a numeric and store it in the variable *salary\_clean.*

**PROGRAM:**

> age <- "25"

> employed <- "yes"

> salary <- "$50,000"

> age\_clean <- as.numeric(age)

> employed\_clean <- as.logical(employed)

> salary\_clean <- as.numeric(gsub("\\$|,","",salary))

> age\_clean

[1] 25

> employed\_clean

[1] NA

> salary\_clean

[1] 50000

1. Create the following vectors in R.

a = (5,10, 15, 20, ..., 160)

b = (87, 86, 85, ..., 56)

Use vector arithmetic to multiply these vectors and call the result d. Select subsets of d to identify the following.

1. What are the 19th, 20th, and 21st elements of d?
2. What are all of the elements of d which are less than 2000?
3. How many elements of d are greater than 6000?

**PROGRAM**:

> a <- seq(from = 5, to =160, by =5)

> b <- seq(from =87, to =56, by =-1)

> d <- a \* b

> d[19:21]

[1] 6555 6800 7035

> d[d < 2000]

[1] 435 860 1275 1680

> sum(d > 6000)

1. 16
2. You have an employee data-set, which comprises of two columns->”name” and designation”, add a third column which would indicate the current date and time.

This is the employee data-set:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJsAAACLCAIAAAD51XxAAAAIV0lEQVR4Xu2cv2scORTHXXmb+x8OF67cXJo0OTcpUqRw4xAInCFl1mdC0gbM2qRPYgzpUrhO5cr/guEMvuL+A0PyZ+xJGv1+b6TZ3RnN6OWZz8GcRjv7HX0kzZiYt/Xb738wlNgS/x389aYiqgtcBuly77GkugGqLnAZ2Cg12Cg1KjD6z7//wcaDX95oYlgmbVTkboCnphm4DOlhma5RmxtNP8HAZcgOy3SNpqkucBkIG/12u/z5/QNsh4ie95/ixlXxv66XC67JpI1mtxf4EY/uRnuh3NdlhyVhVKW8vl+qn4frj6rx4/cfTYNtkd1u7342LZ/u1Lm7b95FopYVaMt90GrUft19uGiCDO+uZdqlXknR8pI/D9c3prHLIJjru/+NL7gMWuAFVyM9LGmjZhS+3pv798/aEVHJPtw8LJe3X9+oA91ZCJYtcgjWnMJo7oMWo+Lr9BjJwPobQQabvMEJsB9Xym3njoMQOgsvKD/74+adPpu4YFcSw5I2iqRUOfx5Z0+hB+5HDWtvdA4MM6gVFuwiUexsY2IQsp9FG3tjdaPBXIsiJg76p2vglgxqFUbLK/vxLoOwXmNvrGXU7RhRRHggV8N6j4osWGDv61y8tgz+Jgx6InfnHacGIThu2XWRnn2xulF5oH7cqwcU6X1QPVzVz5oPjDawwN7X+W9GcQZ7C83Gi6VF7s4/hoMg5S27vxkhx/2QNjppBg0s92S9pCqDjQaY32r8JVUZbJQabJQabJQabJQabJQagVGGBs7o7NGfFVFd4DKwUWqwUWqwUWqwUWqwUWqwUWpkjG4/en18dfHiWdze5ezQoIEF26/OL6+uGhYnfx+bY4VMG3Y4gFeoGmpGla3z/ajRy7l7cmE7bD86ePHl6nLxGl6nXlYwqo7dTHdnT/SUb+Y72jgEMLAyhMwwexeww/az9wswA6pmBaP7C+NMrIMv73etYzXH7eJAG+GVNwcGlnpUsLjdGgX+mmV6/Cr+SL10NQoW62qN8MqbAwOva3SohKNAy2jL16HZ9CnguHZyRr1ts2XXjeWhjfDKm4MGli8+ZpmKb3/hP9pVDPhmNNyTfhRSRoVC8WpjnzFqXLA3oykZnWlnTU5rLojhdaCmc5Y2OnGqC1wGNkoNNkoNNkoNNkoNNkoNNkqNwChDA2dUH1VCdYHLwEapwUapwUapwUapwUapwUapkTP68sz8U+LF4VNwdlTwwHt+5qvF/PnW3tHc/K9g/rKtG7hOnSSNPn27mJ5ICxJ4r/F09iRoFEbju9iZX3jdnh9+vro8PYovVSdZo9HoqJsP5rUcr/mp/KsA0fLkVJ0tMjpIYBkvlocZBd2QO62VpFE9l72dyiGGqRkCuadJu3JQVM9So4MEFl/9+e1O3NPfdVUwJKGcqdht1kfGqEKNiB2p+MlqVwA8GBYkcKvR7IoEq7Zauhh97Kaw0KmHDPqDB8OCBUa/GjaCFsRxraxutHlGypXaJhKM1zCggeVjwi3To0P9rhvngW9GZF53k0bVo1HvsfplR+3A8n/PgD94MCxIYEXz7HdPTZtZYc153ejo3MoYnTbVBS4DG6UGG6UGG6UGG6UGG6UGG6VGYJShgTMK/5x3ylQXuAxslBpslBpslBpslBpslBpslBopo165G0lbqTXVbYQiTzDwTBdg0n80Y0rxuFuwRR073lqNZI2aykRDVvhbDySwLCAWlhQLiiu5Sp2DFloal85GzULU49L80z+o6FUSJDAoCRdlQ8toEaOrUb86m3fWFuscYXRg4JmpJxbWSfON6kqd4a47rb1nQ7JG4yeQbEeeVVMxOrOxQeVCdco3OkLmAmSNNs5cEVpY5nGs0YGBLW3m7LY8VuYCdDIqj+1YCKOuGnJNRpu1O+6zvwBdjc7co9RsxYvzqa1RNe2Cx4TegQ1YHVIJpQqeKaMdGesXm7UD02Yjo3amj/Ib+hqBfwU2Mjou1QUuAxulBhulBhulBhulRmCUoYEzqo8qobrAZWCj1GCj1GCj1GCj1GCj1GCj1OhgdKr1HlsDo0U50cbsqQrJG92ZX8xPzyZ4q3hgpHYnUo/K1qJMnKqUrFFxk+KGj+ZeIa85XqzTK5bois0NCBYYLe8HGl3NuMSpWskZFXeo5qwwZ0pbyhJeaLFOOd9VZ3FQYE0jgdFKj4gkM/kSp6KL1EPGqBNpKwIi1eLMgR5QMPGHAQm8glETuO1UdJF6SBsNKup5ZfZajDbD8RIb1gFoCQx9gEYnMnGqVpJG3bqUmPUKRbpxKfkahQTGa3cirz9hvUf8VKWkjHrPToUWDEV6M91VaR0cGLgB1O6MGmNniVM1kjK6BuESGZZeAtOjR6Pql7lSC3SLjbbQo9HSVBe4DGyUGmyUGmyUGmyUGoFRhgbOKPxz3ilTXeAysFFqsFFqsFFqsFFqsFFqsFFq5I3C8okTod/AHWv4dOw2InmjuycXx4vzCVb86TdwR1Udu41Ixqgq3nW+L27DlHnUt3Ryrv/R3y/hFTaadvXnAV5Zwb7YLHBbBVKkXl5TPVLVbHJ1rVadMcXIGRU7mJKxvzD32dyVKyRny+zFjfZTavj6n9ebBHb95dmgUqD0pzqLA6HNdvD6938vPZIx6sbFlgP0bsketzfqGX05QBWrTQLrDjpbcAtyTsilqWehX2c5usI0SRmNlHjLMR6gbOMQbBS4vQKp3lFeNV71ldXGG19tmiSNmmneYLZQbIDwRjm7h3vebBQ4WYEUvlvZB0fdRu0O1tCMAj5AWKM8dsU0+y8FuXFgFQyrQGo1m480PfVcEd9S8ZvRlBkuMCzhXhFsNMD8VjPpfTUNG6UGG6UGG6UGG6UGG6WGNfo/5/poRcDVLwMAAAAASUVORK5CYII=)

Output:

![](data:image/png;base64,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)

**PROGRAM:**

> name <- c("John", "Mary", "Paul", "Lisa", "David")

> designation <- c("Manager", "Supervisor", "Engineer", "Analyst", "Technician")

> employee\_df <- data.frame(name, designation)

> employee\_df$date\_time <- Sys.time()

> employee\_df

name designation date\_time

1 John Manager 2023-03-24 14:35:22

2 Mary Supervisor 2023-03-24 14:35:22

3 Paul Engineer 2023-03-24 14:35:22

4 Lisa Analyst 2023-03-24 14:35:22

5 David Technician 2023-03-24 14:35:22

1. Implement a multiplication game. A while loop that gives the user two random numbers from 2 to 12 and asks the user to multiply them. Only exit the loop after five correct answers. Try using as.integer(readline())

**PROGRAM**:

+ correct\_answer <-0

+ while (correct\_answer < 5){

+ num1 <- sample(2:12, 1)

+ num2 <- sample(2:12, 1)

+ cat("what is", num1,"times", num2, "? ")

+ user\_answer <- as.integer(readline())

+ if (user\_answer == num1 \* num2) {

+ cat("correct!\n")

+ correct\_answer <- correct\_answer + 1

+ } else {

+ cat("incorrect.the correct answer is", num1 \* num2, "\n")

+ }

+ }

+ cat("congratulations! you answered 5 questions correctly.\n")

1. Create a Attendance sheet of the course “R Programming”.All are present for the course and total strength of the students is 30. There are 15 male students register number from 191611258 to 191611272 and 15 female students of Register number from 191611273 to 191611287. Use data frames to create the Attendance Sheet.(Refer the Sample attendance sheet for 6 students is given below)

*S ample Attendance Sheet*

regno gender attendance

1. 191611258 MALE PRESENT
2. 191611259 MALE PRESENT
3. 191611260 MALE PRESENT
4. 191611261 FEMALE PRESENT
5. 191611262 FEMALE PRESENT
6. 191611263 FEMALE PRESENT

**PROGRAM:**

> male\_regno <- seq(191611258, 191611272)

> female\_regno <- seq(191611273, 191611287)

> attendance <- data.frame(regno = c(male\_regno, female\_regno),

+ gender = c(rep("MALE", 15), rep("FEMALE", 15)),

+ attendance = rep("PRESENT", 30))

> attendance

regno gender attendance

1 191611258 MALE PRESENT

2 191611259 MALE PRESENT

3 191611260 MALE PRESENT

4 191611261 MALE PRESENT

5 191611262 MALE PRESENT

6 191611263 MALE PRESENT

7 191611264 MALE PRESENT

8 191611265 MALE PRESENT

9 191611266 MALE PRESENT

10 191611267 MALE PRESENT

11 191611268 MALE PRESENT

12 191611269 MALE PRESENT

13 191611270 MALE PRESENT

14 191611271 MALE PRESENT

15 191611272 MALE PRESENT

16 191611273 FEMALE PRESENT

17 191611274 FEMALE PRESENT

18 191611275 FEMALE PRESENT

19 191611276 FEMALE PRESENT

20 191611277 FEMALE PRESENT

21 191611278 FEMALE PRESENT

22 191611279 FEMALE PRESENT

23 191611280 FEMALE PRESENT

24 191611281 FEMALE PRESENT

25 191611282 FEMALE PRESENT

26 191611283 FEMALE PRESENT

27 191611284 FEMALE PRESENT

28 191611285 FEMALE PRESENT

29 191611286 FEMALE PRESENT

30 191611287 FEMALE PRESENT

1. Create two vectors named v and w with the following contents:

v :21,55,84,12,13,15

w : 9,44,22,33,14,35

1. Print the length of the vectors B) Print all elements of the vectors
2. Print the sum of the elements in each vector. D)Find the mean of each vector. (Use R's mean() function)
3. Add vectors v and w. F) Multiply vectors v and w.
4. In vector v select all elements that are greater than 2.
5. In vector w select all elements that are less than 20.

**PROGRAM:**

> v <- c(21, 55, 84, 12, 13, 15)

> w <- c(9, 44, 22, 33, 14, 35)

> cat("Length of v:", length(v), "\n")

Length of v: 6

> cat("Length of w:", length(w), "\n")

Length of w: 6

> cat("v:", v, "\n")

v: 21 55 84 12 13 15

> cat("w:", w, "\n")

w: 9 44 22 33 14 35

> cat("Sum of v:", sum(v), "\n")

Sum of v: 200

> cat("Sum of w:", sum(w), "\n")

Sum of w: 157

> cat("Mean of v:", mean(v), "\n")

Mean of v: 33.33333

> cat("Mean of w:", mean(w), "\n")

Mean of w: 26.16667

> vw\_sum <- v + w

> cat("v + w:", vw\_sum, "\n")

v + w: 30 99 106 45 27 50

> vw\_prod <- v \* w

> cat("v \* w:", vw\_prod, "\n")

v \* w: 189 2420 1848 396 182 525

> v\_gt\_2 <- v[v > 2]

> cat("Elements in v greater than 2:", v\_gt\_2, "\n")

Elements in v greater than 2: 21 55 84 12 13 15

> w\_lt\_20 <- w[w < 20]

> cat("Elements in w less than 20:", w\_lt\_20, "\n")

Elements in w less than 20: 9 14

1. lapply function is applied to all elements of the input and it returns a list and saaply function is applied to all elements of the input and it returns a vector. Demonstrate the use of sapply and lapply with the following vector.

movies<- c("SPYDERMAN","BATMAN","VERTIGO","CHINATOWN")

Convert these elements of vector into lowercase letters.

**PROGRAM:**

> movies <- c("SPYDERMAN", "BATMAN", "VERTIGO", "CHINATOWN")

> lower\_list <- lapply(movies, tolower)

> print(lower\_list)

[[1]]

[1] "spyderman"

[[2]]

[1] "batman"

[[3]]

[1] "vertigo"

[[4]]

[1] "chinatown"

> lower\_vec <- sapply(movies, tolower)

> print(lower\_vec)

SPYDERMAN BATMAN VERTIGO CHINATOWN

"spyderman" "batman" "vertigo" "chinatown"

1. Create dataframe dataframe1 with the following vectors, Mark1=c(35,45,67)

Mark2=c(56,89,99) Mark3=c(78,75,83)

Use sapply and lapply function to find minimum marks ,maximum mark and average of all marks

**PROGRAM:**

> Mark1 <- c(35, 45, 67)

> Mark2 <- c(56, 89, 99)

> Mark3 <- c(78, 75, 83)

> dataframe1 <- data.frame(Mark1, Mark2, Mark3)

> lapply(dataframe1, function(x) c(min(x), max(x), mean(x)))

$Mark1

[1] 35 67 49

$Mark2

[1] 56.00000 99.00000 81.33333

$Mark3

[1] 75.00000 83.00000 78.66667

> sapply(dataframe1, function(x) c(min(x), max(x), mean(x)))

Mark1 Mark2 Mark3

[1,] 35 56.00000 75.00000

[2,] 67 99.00000 83.00000

[3,] 49 81.33333 78.66667

1. Write a R Program :
   1. To find the multiplication table (from 1 to 10)
   2. To find factorial of number
   3. To check if the input number is odd or even
   4. To check if the input number is prime or not
   5. To find sum of natural numbers up-to 10, without formula using loop statement

**PROGRAM:**

> for(i in 1:1) {

+ cat(paste("Multiplication table of", i, "\n"))

+ for(j in 1:1) {

+ cat(paste(i, "x", j, "=", i\*j, "\n"))

+ }

+ cat("\n")

+ }

Multiplication table of 1

1 x 1 = 1

> factorial <- function(n) {

+ if(n < 0) {

+ return(NA)

+ } else if(n == 0) {

+ return(1)

+ } else {

+ return(n \* factorial(n-1))

+ }

+ }

> is\_odd\_or\_even <- function(n) {

+ if(n %% 2 == 0) {

+ return("Even")

+ } else {

+ return("Odd")

+ }

+ }

> is\_prime <- function(n) {

+ if(n <= 1) {

+ return(FALSE)

+ } else if(n <= 3) {

+ return(TRUE)

+ } else if(n %% 2 == 0 || n %% 3 == 0) {

+ return(FALSE)

+ }

+

+ i <- 5

+ while(i \* i <= n) {

+ if(n %% i == 0 || n %% (i+2) == 0) {

+ return(FALSE)

+ }

+ i <- i + 6

+ }

+

+ return(TRUE)

+ }

> sum\_of\_numbers <- 0

> for(i in 1:10) {

+ sum\_of\_numbers <- sum\_of\_numbers + i

+ }

> print(sum\_of\_numbers)

[1] 55

1. a. Create a data frame from four given vectors.

name =c ('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura’, 'Kevin', 'Jonas')

score = c (12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19)

attempts =c (1, 3, 2, 3, 2, 3, 1, 1, 2, 1)

qualify = c ('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

b. Write a R program to extract first two rows from a given data frame.

c. Write a R program to extract 3rd and 5th rows with 1st and 3rd columns from a given data frame

d. Find the average score with respect to first, second, and third attempts. Don’t use any special in build function for this task.

e. Write a R program to create a list containing a vector, a matrix and a list and give names to the elements in the list. Access and print the first and second element of the list

**PROGRAM:**

> name <- c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas')

> score <- c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19)

> attempts <- c(1, 3, 2, 3, 2, 3, 1, 1, 2, 1)

> qualify <- c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

> df <- data.frame(name, score, attempts, qualify)

> first\_two\_rows <- df[1:2,]

> subset\_df <- df[c(3,5), c(1,3)]

> first\_attempt <- subset(df, attempts == 1)

> second\_attempt <- subset(df, attempts == 2)

> third\_attempt <- subset(df, attempts == 3)

> avg\_score\_1 <- sum(first\_attempt$score) / nrow(first\_attempt)

> avg\_score\_2 <- sum(second\_attempt$score) / nrow(second\_attempt)

> avg\_score\_3 <- sum(third\_attempt$score) / nrow(third\_attempt)

> vector <- c(1, 2, 3)

> matrix <- matrix(1:9, nrow = 3, ncol = 3)

> nested\_list <- list(a = 4, b = 5)

> main\_list <- list(vector, matrix, nested\_list)

> names(main\_list) <- c('vector', 'matrix', 'nested\_list')

> print(main\_list[[1]])

[1] 1 2 3

> print(main\_list[[2]])

[,1] [,2] [,3]

[1,] 1 4 7

[2,] 2 5 8

[3,] 3 6 9